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Abstract

While it is widely agreed that current enterprise resource planning (ERP) systems cannot evolve much further, it is the question how future enterprise systems will look like. To approach an answer to this question, this report provides at first an analysis of essential high level requirements and their implications. Against this background, a conception of future enterprise systems referred to as self-referential enterprise systems (SRES) is presented. It is characterized by an elaborate conceptual foundation, which is based on multi-perspective enterprise models. These models enable enterprise software to not only refer to their conceptual foundation, but also to the concepts that characterize the context they are embedded in. In order to promote cross-organizational integration and high-level reuse, it is suggested to develop reference models, which provide design blueprints for an entire range of organizations. While the development of reference models and the realization of corresponding SRES is a very attractive research vision, it overextends the resources of single research institutions by far. It also requires involving prospective users. To cope with these challenges, the paper suggests a conception of collaborative development of open reference models. It concludes with the description of the recently launched “Open Model” initiative that is aimed at promoting the joint development of large conceptual models which could serve as a foundation of future SRES.
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1 Introduction

In the past decades, enterprise resource planning (ERP) systems have determined the shape of large corporations’ information systems. With an original focus on manufacturing and production planning, current systems meanwhile cover many other business functions including financials, human resources, and customer relations (Klaus et al. 2000; Markus and Tanis 2000). Available systems have also evolved economically and matured technically over the years. Users, consultants, and developers have become increasingly familiar with ERP systems and their siblings, e.g., customer relationship management (CRM) and supply chain management (SCM) systems, which, in turn, positively affects their overall economics. At the same time, both hardware and software technology has evolved to add to the reliability of present day systems.

Despite the constant evolution of ERP systems, awareness of their key issues has increasingly been raised. In fact, the limitations and shortcomings of ERP systems have been a recurring theme in the on-going discussion on yet the next-generation of enterprise-wide information systems for quite some time now. Both academics and IT professional point at insufficient support of business functions and processes (Markus et al. 2000), increased complexity of business processes (Shang and Seddon 2007), increased overall system complexity (Rettig 2007), deficient standard processes (Davenport 1998), unsatisfactory support of supply chain management and other forms of inter-organizational collaboration (Davenport 2000), among others. While these shortcomings point at potential requirements for future enterprise systems, their persistent recurrence suggests, on the one hand, that current ERP systems do not provide a suitable foundation for enterprise-wide information systems in the long run, and, on the other hand, that alternative conceptions for future developments have not yet been convincingly demonstrated.

Unfortunately, much of the on-going discussion remains at the level of business requirements and does not appreciate the technical intricacies of enterprise-wide information systems. At the same time, systems vendors propose new technologies as yet another panacea to solve the mentioned and further shortcomings. Whether enterprise application integration (EAI), componentization, or, more recently, service-oriented architectures (SOA), these proposed solutions emphasize technical concepts for developing software systems and do not adequately account for the organization as surrounding action systems in which enterprise systems are embedded (Sprott 2000; Fan et al. 2000). In particular, neither technology is based on (high-level business) concepts commonly used in enterprises such as invoice, customer, or product. Moreover, each technology addresses only specific issues with current ERP systems: EAI focuses on ex-post integration through middleware and data warehousing. Hence, metaphorically speaking, it is aimed at hiding the mess without removing it. SOA promotes the vision of “orchestrating” process-oriented information systems by selecting appropriate services, which are provided through standardized interfaces. It does not,
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however, account, e.g., for data integrity across services. Although these technologies deserve consideration as candidate solutions for future software infrastructures, their use does not provide a comprehensive conceptual foundation critical to future enterprise systems.

Ultimately, the discussion on future enterprise systems has led to a confusing diversity of purported requirements, suggested solution proposals, and subsequent promises. It is, thus, difficult – not only for the interested user – to shed light on the status quo let alone assess future developments (see also Keyser 2007). The situation is further complicated by – sometimes subtle – commercial interests and hidden agendas of participating discussants (Carr 2003; Rettig 2007). It is, therefore, hardly possible to derive the shape of future enterprise systems from the current state of discussion alone.

In this respect, our motivation is twofold: Firstly, we observe demand pull and technology push forces with respect to the design of future enterprise systems that are largely driven by systems vendors, systems users, and consultants. IS research is taking a rather passive role in this respect, observing and interpreting rather than designing and contributing. Secondly, the recurring discussion on yet the next generation of enterprise systems in academic and industry literature treats proposed solutions largely apart from each other in an eclectic fashion; not to mention the predominant focus on the usual three-letter abbreviations (Møller 2005). The discussion is apparently missing an unifying view as it is provided by architectural and conceptual considerations.

Against this background, our contribution is aimed at outlining a conception of future enterprise-wide information systems. In order to distinguish our conception clearly from existing enterprise systems, we refer to them as self-referential enterprise systems (SRES). We start from high-level requirements for SRES (Sec. 2). We then show how multi-perspective enterprise models provide a comprehensive conceptual foundation for SRES (Sec. 3). The realization of such a foundation poses several challenges to both IS research and practice. In Sec. 4, we present an approach to collaboratively build a comprehensive system of “open models” of the enterprise, which does not only address current barriers impeding research contributions to the development of future enterprise systems, but also serves as a model for purposeful cooperation of (IS) research and practice. In the final section, we report on an initiative aimed at realizing such an approach.

2 In a nutshell: Requirements for Self-Referential Enterprise Systems

In this section, we focus on generic requirements we regard as essential for the design of SRES. We will show that these high level requirements cover many of the more specific ones discussed in literature (e.g., Davenport 2000).
2.1 Integration

The claim for integrating different business applications is characteristic for ERP. It promises to reduce redundancy and friction, hence to foster efficiency and integrity. To further emphasize and structure the claim for integration, we suggest the following generic requirement:

**Generic Requirement #1:** SRES should feature a **high level of multi-dimensional integration.**

*Description:* In order to describe this requirement and to derive its implications, we first need a more elaborate conception of integration than the one suggested by its colloquial meaning – “unification into a whole”. Within the context of information systems, integration is mainly a linguistic conception, i.e., it is accomplished through language and communication respectively. Integrating two components requires them to communicate, either directly or through some kind of mediator. Communication in turn implies the existence of common concepts that define the semantics of the linguistic artifacts that are subject of communication relationships. In other words: Integration requires the existence of a **common semantic reference system.**

Examples for such reference systems are data types or database schemas. The level of integration can be conceptualized by referring to the semantics of the common concepts (Frank 1994, p. 30): The higher the level of semantics these concepts include, the higher the level of integration they allow for. Note that this concept of semantics corresponds to the concept of information content: The more possible interpretations are excluded by a concept, the higher its semantics. For example, the concept “Customer” is of higher semantics than the concept “String” (data type). A high level of integration offers definite benefits. The higher the level of semantics, the more focused and efficient information exchange will be. At the same time, a high level of semantics reduces the effort that is required for reconstructing the meaning of a message; hence, it also reduces the threat a message imposes to integrity.

*Refinement:* To further refine the requirement, we differentiate basic dimensions and relevant scopes of integration. **Static integration** is accomplished through shared static structures. A typical example would be a common database schema used by a number of applications. **Functional integration** is aimed at linking applications by providing them with common functions, e.g., a common function library. It requires static integration to allow for common interfaces. Function libraries that are accessible throughout an entire – potentially distributed – platform are a typical example for functional integration. While these libraries would allow for cross-application functional integration, integration is usually restricted to those functions that are provided by vendors of operating systems or popular office systems. Usually, these generic functions offer only limited semantics. Object-oriented integration is a combination of static and functional integration. Finally, **dynamic integration** is aimed at synchronizing contributions of different applications to support a certain (business) process. It is accomplished through common event types. Only if an event that is produced by a software component corresponds to a common event type, another component (e.g., a workflow man-
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agement system) can interpret it adequately and trigger the appropriate function – which presupposes functional integration.

While integration is often restricted to system integration, it can also be applied to a wider scope. Organizational integration denotes the integration of an information system with its surrounding action system. It includes overcoming the notorious cultural chasm between IT experts and business people. This kind of integration requires concepts that are shared by the organizational universe of discourse and the information system. If, for instance, the conception of business process types that are supported by an SRES is different from those that are actually implemented in a company, this lack of common concepts would promote friction.

Also, if the semantics of common concepts is rather poor, it is likely that the potential of an information system cannot be exploited properly. Take, for instance, a concept like “file”: It is often used as a generic concept to cover various types of documents. While these document types are characterized by a specific meaning within an organization, their (formal) semantics is reduced to an amorphous, flat concept. It is evident that such a semantic reduction does not only compromise convenience and efficiency of use, but is also a threat to an information system’s integrity. Instead, a higher level of organizational integrity would be characterized by a correspondence of terms used in the organizational universe of discourse and the concepts implemented in the information system on a higher level of semantics. This includes static aspects, i.e., concepts that represent certain classes of artifacts or objects, functional aspects, i.e., concepts that represent tasks and/or functions, and dynamic aspects, i.e., concepts that serve to describe the execution of processes. In the case of cross-organizational integration of information systems, it is required to develop common concepts for those parts of the involved information systems and organizational processes that are subject to cross-organizational cooperation.

Challenges: The development of common semantic reference systems requires carefully analyzing the universe of discourse in the targeted companies to first identify those concepts – static, functional and dynamic – that are suited as a foundation for an SRES. In a next step, it is necessary to analyze similarities in order to develop abstractions, which characterize commonalities of a class of concepts. This process implies a remarkable intellectual challenge. Usually, it will not be sufficient to focus solely on concepts that are part of an existing organizational universe of discourse. Instead, the introduction of an SRES may require changing work objects and related patterns of action. Therefore, the required abstraction includes transcending observable organizational reality and reconstructing the resulting linguistic representation using appropriate languages. Since cross-organizational processes may include companies from various industries, reconstructing common concepts implies additional challenges. The more semantics a concept incorporates, i.e., the more specific it is the higher the chance that it cannot be (re-)used for integrating further systems, e.g., software components or information systems in other industries. This conflict is well known from philosophy of science: the higher the information content (semantics) of a proposition, the more likely it will be falsified (Popper 1982, p. 77). To cope with this problem, meta-level concepts can
be introduced that allow for defining specific concepts. Hence, any component that has access to the specification can reconstruct the intended semantics. For example, the semantic variance of a term such as “product” may not allow for specifying one unified concept. In this case, a meta model that provides concepts for defining product types (such as “feature name”, “feature type” etc.) would still allow for expressing elaborate product semantics (for an example see Frank 2002a).

2.2 Flexibility

Considering the variety of requirements and their change over time, it seems compelling to demand flexibility:

**Requirement #2**: SRES should support **safe and convenient flexibility**.

**Description**: In the context of SRES, flexibility is a conception that incorporates three aspects. Firstly, it refers to the scope of additional requirements a system can be adapted to. Secondly, it refers to the effort it takes to perform adaptations. Thirdly, flexibility includes the (implicit) claim for safety, since software adaptations tend to jeopardize system integrity. Flexibility pertains to all dimensions of an SRES: the adaptation of static structures, of functions and of processes. The different aspects of flexibility are not independent. The highest level of adaptability would be to open the entire system code for manipulation. Apparently, this approach to flexibility would neither be convenient nor safe. More convenient approaches to adaptation, e.g. the modification of certain features in a class schema, imply the risk of producing side effects. The manipulation of tables that is sometimes used for the configuration of ERP systems is certainly not particularly convenient. It may be safe in a formal sense (depending on the incorporated integrity constraints) – however, due to their rather cryptic representation, tables are a likely source of human errors. Against this background, we can express a more concrete demand for flexibility. An SRES should allow for adaptations within the scope of possible future changes. While this demand does not imply the ability of predicting the future, it suggests a thorough analysis of the respective domain that is aimed at identifying those parts that are likely to be invariant and others that may be subject to changes in respond of certain future scenarios. Convenient modifications require a representation of the relevant aspects of a system in a comprehensible manner, i.e., by concepts that correspond to domain-level terminology. Graphical depictions may further foster comprehensibility, because they often allow for a clearer representation of complex interrelations. For adaptations to be safe, the resulting changes should be clearly specified and mediated to those who perform the changes. Side effects are to be avoided.

**Refinement**: In software engineering, modularization is a common approach to foster maintainability: A system is composed of modules, which provide interfaces to hide their internal implementation. If the system needs to be adapted to changing requirements, those modules that are affected would be replaced or changed without affecting the rest of the system. However, it remains the question, how to design appropriate modules. The pivotal prerequi-
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site for convenient and safe adaptations is reliable knowledge about the scope of possible future changes. Based on this knowledge, catering for flexibility requires developing abstractions, which represent essential common features of a set of possible concrete realizations. These abstractions need to fulfill certain requirements. Firstly, there should be a well-defined procedure for creating concrete realizations. Secondly, adding or changing concrete realizations should not affect the abstraction. Thirdly, the abstraction as such should be stable, i.e., whenever the abstraction requires modification, this should not result in any conflicts with existing concrete realizations. A well-know means of abstraction is generalization: Adding specialized concepts does not affect the general concept. Changes to the general concept are effective and make sense within the special cases as well. Other examples are polymorphism or encapsulation. The concept of an “aspect” (Lopes et al. 1997) provides a weaker abstraction. It serves to mark those parts of a system that belong to a specific concern. The notion of an aspect, however, lacks a precise conceptual meaning. Meta modeling is a powerful abstraction mechanism to support flexibility. It is not restricted to a set of domain-specific concepts, which may by possibly further specialized. Instead, it is based on a language that allows to specify specific concepts for a variety of domains. This is accomplished by instantiating concepts from meta concepts. If, for example, a meta model contains the meta concept “Process”, it could be instantiated in business process types such as "Order processing” or “complaint management” - an adaptation that would not be possible through specialization. However, understanding meta models and instantiating concepts is a challenging task that is probably not regarded as convenient by many. It also implies significant software engineering challenges, which are – among other things – related to the fact the prevalent software architectures do not include a level of abstraction that would correspond to meta models (for a discussion see, e.g. Frank 2002b).

Challenges: Predicting possible future variance is demanding and costly. This is also the case for developing and implementing powerful corresponding abstractions. Therefore, it is required to find an appropriate balance between a high level of flexibility and the effort it takes to accomplish it – for instance, by focusing on change that is most likely to happen.

2.3 Transparency

SRES as well as enterprises themselves are complex systems. It can be expected that this complexity will grow further. Hence, managing complexity is a major prerequisite for successful action.

Requirement #3: SRES should efficiently contribute to transparency.

Description: An SRES is an invisible artifact. Linguistic representations are our only chance to develop an appropriate understanding. In order to foster transparency, these representations should be restricted to those aspects that are significant for specific purposes and users. Taking into account that professional perspectives of those who deal with SRES vary to a great
extent, this implies to provide representations of multiple perspectives. Graphical representations should be used where they foster transparency.

**Refinement:** It is an expression of sophisticated system design when a system includes the schema it is instantiated from. In order to foster transparency, the conception of a schema needs to be taken one step further: Firstly, schemas should cover all relevant aspects of an SRES (and not just its database). Secondly, they should represent concepts known and understood in the intended application domain. Thirdly, there should be a mapping to prepare the content of a schema for the needs of relevant analysis scenarios and user groups. This would include graphical representations, e.g., of business processes. In addition to that, this conceptual type level should be integrated with the instance level in a transparent way. If, for instance, a user first studies a business process model, he should then be able to navigate to its corresponding instances.

**Challenges:** While there is no doubt that transparency requires multiple abstractions of an SRES, it is difficult to design abstractions that are most appropriate for certain purposes and/or users. Groups of users are heterogeneous. Also, individual learning processes may change preferences for representations of the system.

### 2.4 Support for Analysis

The design of ERP systems was originally aimed at supporting business operations. The data collected on this level can be aggregated according to the need of specific analysis scenarios. This approach to support managerial analysis is often addressed by additional systems, such as analytic information systems, e.g., data warehouse systems, online analytical processing (OLAP) and business intelligence. However, this kind of ex post analysis is limited in two ways. On the one hand is depends on the availability and quality of data that were designed for different purposes. On the other hand, it does not account for those analysis methods that are beyond advanced data analysis approaches, namely those that require a higher level of data semantics.

**Requirement #4:** SRES should support decision makers with elaborate analysis methods.

**Description:** In general, a method consists of a linguistic structure and a corresponding process model. In the case of methods to support managerial decision making, a method requires an elaborate terminology, which allows for addressing managerial problems on an appropriate level of abstraction as well as an adequate, adaptable process that guides the problem-oriented use of the terminology. With respect to the reduction of complexity and the need for communicating with different stakeholders, methods that make use of graphical representations promise particular benefits.

**Refinement:** SRES should include tools that guide the analysis of managerial problems on various levels of detail and complexity. For this purpose, these tools should represent analysis methods in general, modeling methods in particular. A modeling method consists of (at
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least) a (domain-specific) modeling language and a corresponding process model. With respect to the variety of managerial problems, the tools should allow for the configuration of methods, e.g. by adaption of a process model.

2.5 Reuse

Overflowing costs are a major concern with corporate information systems in general and with ERP systems in particular. Hence, taking into account that future SRES should be more powerful – and complex – than today’s systems, their economics becomes a major issue.

Requirement #5: SRES should take advantage of software reuse.

Description: There are many aspects that influence the costs generated by an SRES. We shall, however, focus on one generic aspect that is most promising: The reuse of software artifacts allows for dramatic cost reduction through economics of scale. The benefit of reusing a software component depends on its semantics: The more semantics it includes (the more specific it is), the higher the benefit of using it. If one can reuse an accounting module, the benefit is certainly higher than that provided by a sort function. At the same time, however, the range of reuse is compromised by semantics: The more specific a component, the less likely it can be used in further systems. Therefore, it is required to develop an appropriate balance between reuse benefit and economics of scale, or – in other words – to find the appropriate level of semantics.

Refinement: The primary objective for accomplishing reuse that combines high benefit and low cost is to identify or construct commonalities that are shared by a large number of enterprises. In other words, there is need for abstractions (again: static, functional, dynamic) that are suited to fit many enterprises. On the one hand, this requires analyzing many organizations. This is comparable to the typical approach in scientific research – not to focus on single occurrences only, but to analyze essential features of an entire class of instances. On the other hand, it is required to distinguish between those parts of the system that are invariant within the group of intended users and other parts that may need individual adaptation. Hence, this requirement corresponds to the demand for flexibility. It can be assumed that current costs of ERP systems are not only reflecting a lack of reuse, but also the market power some large vendors have managed to create. Hence, more competition could serve as a remedy. To foster competition, an SRES should be open. In a technical sense, this means that all relevant interfaces are published and that modules are interchangeable. In a conceptual sense, it means to publish the conceptual foundation of a system.

Challenges: Beyond conceptual and technological prerequisites of reuse, its actual realization depends on political processes, e.g., the specification of standards, and the marketing strategies of large vendors. From a scientific point of view, these aspects are hard to influence.

The overview of essential requirements shows that they are not independent. Fig. 9 on page 26 illustrates relations between these requirements. These essential requirements have in
common that they all imply to carefully design conceptual abstractions. In the following, we will outline the cornerstones of a conceptual foundation of future SRES that account for the shown generic requirements.

3 Cornerstones of a Conceptual Foundation for Self-Referential Enterprise Systems

A basic idea of the conception of SRES proposed in our approach is the integration of enterprise software with a corresponding enterprise model. Therefore, we will first outline a possible architecture for enterprise models and then show how it can be integrated with enterprise information systems. The elements of the proposed conception will be reflected against the requirements discussed above.

3.1 Multi-Perspective Enterprise Models

Proposing multi-perspective enterprise models as a conceptual foundation addresses all requirements mentioned in Sec. 2. An enterprise model integrates conceptual models of an information system, e.g., object models or state diagrams, with those of the surrounding action system, e.g., value chain diagrams or business process models. The various model types provide views on an enterprise that foster communication across different groups of stakeholders. At the same time, they allow for refinements that correspond to specific analysis and design tasks. ARIS (Scheer 1992), SOM (Ferstl and Sinz 1998) and MEMO (Frank 1994; Frank 2002c) are examples of enterprise modeling approaches. The term “multi-perspective” is to emphasize that an enterprise model should include models that correspond to the professional perspectives of those who are involved in designing, implementing, using, and evaluation information systems. While conceptual models focus on reconstructing domain level concepts, they need to account for restrictions imposed by design or implementation level languages, e.g., programming languages. Otherwise their support for system design would be compromised. To cope with this challenge, enterprise models require semi-formal languages, which allow for a convenient mapping to implementation-level languages. Fig. 1 illustrates the structure of an enterprise model. It is based on the framework and the modeling languages provided by MEMO. The framework differentiates two basic perspectives on an enterprise: strategy and organization (or operations). The strategy perspective includes models that emphasize a top management view, e.g., strategy nets (Frank and Lange 2007), value chains (Frank and Lange 2004), models of strategic resources, or scenarios of strategic decision making. The operational or organizational perspective includes, among other things, business process models, organizational charts and information models such as class diagrams. The domain-specific concepts represented in an enterprise model foster a high level of systems integration.
Fig. 1: Illustration of a multi-perspective enterprise model as a conceptual foundation for SRES

They also facilitate organizational integration, because they integrate conceptual models of software systems, e.g. object or component models, and the surrounding action system. Conceptual models are mainly used within systems analysis and design. They allow for abstracting from ever changing details of the underlying technology. Thereby, they support the construction of systems that are resistant against the perils posed by technological change – fostering a higher level of flexibility and the protection of investments. At the same time, they promote a better understanding of a system’s functionality, thereby fostering the participation of prospective users and other stakeholders who are not IT experts. Enterprise models take this approach one step further by not only representing the conceptual foundation of a software system but also of the action system, it is embedded in. This allows for analyzing
software within the relevant business context and promotes a better alignment of IT and business. In addition to that, enterprise models promote modeling productivity and model quality: Enterprise models are – among other languages – specified by domain-specific modeling languages. These languages provide concepts that were reconstructed from elaborate technical languages of the respective domains. Therefore, modelers are not required to build these concepts from primitive concepts such as “class” or “attribute”. Since domain-specific languages include syntactical and semantic constraints, they help to prevent building models that are inappropriate. Fig. 2 illustrates the use of enterprise models during the build-time phase. Note that the figure shows a simplified structure of an enterprise information system. The edges that connect the elements of the run-time level with those of the schema level remain unspecified on purpose. In an ideal case, specific run-time systems – for managing GUIs, object systems or workflows – operate on instances of the respective schemata.

![Diagram](image)

**Fig. 2:** Using enterprise models during the build-time phase for generating schemata

While an enterprise model represents a versatile medium to promote communication between various stakeholders, it is also very well suited for generating implementation level documents. This is for two reasons. Firstly, enterprise models integrate static (e.g. object models), functional (e.g. service models), and dynamic (e.g. business process models) abstractions. Therefore, it is possible to generate implementation level representations that integrate static, functional and dynamic aspects. In an ideal case, the entire code required of the corresponding software, including the GUI (represented by “interaction schema” in Fig.
2), can be generated. The following, simplified example, illustrates such an approach. The processes a business process model is composed of can be associated with the methods of classes within a corresponding object model that they require (see Fig. 3). For each class within the interfaces of these methods, a default interaction element (e.g. text field, button, list etc.) could be specified. It would then be possible to generate a class schema from the object model together with a workflow schema that refers to the class schema, for an example, see e.g. Jung (2004). For each context within the workflow, a user interface could be generated, too – by composing it from the default interaction elements defined for the services. Needless to say that it is not always possible to generate the entire code required to run the targeted software. If methods are required that allow for more than accessing object attributes, further, more detailed representations are required. Fig. 2 illustrates the generation of implementation level documents by referring to the schema level of an idealized enterprise information system architecture. Note that the generation process could be split into more than one phase. In a first step design level documents, e.g. object models enhanced by constraints, could be generated, which would then serve to generate implementation level schemata.

Fig. 3: Integrating a business process model with an object model

Secondly, enterprise models incorporate a higher level of semantics than traditional conceptual models used for systems design: On the one hand, the domain-specific modeling languages used for enterprise models allow for expressing more specific semantics than generic modeling languages such as the UML. On the other hand, enterprise models include repre-
sentations of aspects that are not accounted for in traditional conceptual models, e.g. models of organizational units or of the corporate strategy.

While there is a plethora of approaches to generate code from different kinds of representations (e.g., Pastor and Molina 2007; Sousa et al. 2008; Agrawal 2003; Phung-Khac et al. 2008), there is no comprehensive solution to the problem of synchronizing model and code evolution. In an ideal case, adaptations to changing requirements are performed on the enterprise model rather than on the implementation level (generic requirements #2, #3 as specified in Sec. 2). However, generated code will often have to be supplemented by further code or modified accordingly. Hence, re-generating code from an updated enterprise model would threaten to destroy code extensions. With respect to the time pressure and the lack of resources characteristic for many change requests, it is very likely that the semantic gap between the enterprise model and the corresponding enterprise information system will grow over time.

### 3.2 Prospects of Integrating Enterprise Models and Enterprise Information Systems

To better understand the benefits to be expected from SRES, we will focus on two key aspects. Firstly, we will demonstrate the use of enterprise models at run-time. The demonstration focuses on a system’s capability to refer to the context of its use. Secondly, we will illustrate how the use of domain-specific modeling languages enable SRES to refer to the concepts they are based on as well as to refer to the concepts that characterize their application context. This also facilitates rich communication between different SRES – hence contributing to more versatile and efficient cross-organizational cooperation promising to reduce transaction costs considerably. To address the problem of synchronizing the evolution of an enterprise model and the corresponding information system, we will further outline our conception of SRES. It is aimed at overcoming the separation of information system and enterprise model. For this purpose, it emphasizes the integration of both through a common conceptual foundation. This architecture would extend enterprise information systems with the ability to refer to the concepts they are based on as well as to the concepts that characterize the context they are embedded in – hence, it enables self-referential information systems. It also stresses the use of enterprise models not only during build-time, but also during run-time.

#### 3.2.1 Using Enterprise Models at Run-Time

Making an enterprise model – and the corresponding modeling environment – an integral part of an enterprise system allows for using models at run-time as well. In today’s business environment, presentation software, e.g. Microsoft PowerPoint, is frequently used to provide illustrative sketches of complex decision scenarios. Usually, they are created for one or a few occasions without further reuse. Moreover, slides do not incorporate the semantics of the representation. As a consequence, they permit arbitrary and devious modifications, while they do not allow for performing automated analyses.
Fig. 4: Example for “drilling down” to instance level, using the same graphical representation as on the type level.
A self-referential enterprise system would offer a range of (graphical) representations as views on the integrated enterprise model. Since these views were created with domain-specific modeling languages, they would prevent arbitrary modifications; would enable performing various kinds of analysis; would allow for navigating through corresponding models and for “drilling down” to instance-level data. Visual representations used for enterprise models could also be used for representing instances.

The following example is visualized in Fig. 4: A department manager, who is new to a firm, wants to obtain a better understanding of the way business is done. For this purpose, he could browse a graphical representation of the corporate business process map, which shows all business process types, their interrelationships and key performance indicators at a glance. The level of the enterprise model is marked by a grey background. Note, however, that the values of the performance indicators do not belong to the original enterprise model, but extend it with aggregated instance-level data. The concepts that define the performance indicators and the relationships between them could be represented in a further specialized model, i.e. an indicator system (Frank et al. 2008).

At this point, the department manager could select a business process type he is interested in, study the model that describes its control flow, i.e. execution, and demand for further aggregate data that describe the process, e.g. number of instances per month, average revenue per instance etc. Such an approach has obvious parallels to so-called “business intelligence” operations. Different from those, analyzing type-level data would not require elaborate – and error-prone – inductive analyses. Also, the department manager could select specific analysis views, e.g. a view that associates a selected business process type with types of the IT resources it requires and uses. If he was interested in one particular business process type, he could view the corresponding model. Then, he could leave the conceptual level and ask for the list of currently active business processes of this type, each of which could be presented in the same graphical notation as is used for the process type – enhanced by additional notational elements to represent the state of the process instance under consideration.

Upon request, the graphical representation of a business process could be supplemented with selected data – e.g. of the customer who is served by the process. It is also possible to enrich instance-level data with corresponding parts of an enterprise model. To give an example: An IT manager checks a “dashboard” that presents a graphical overview of IT service indicators as they were measured for a certain period of time. He realizes that one IT service, “incident management”, presently suffers from a particularly poor performance. To get a better understanding of root causes, he zooms into the part of the IT service model of the underlying enterprise model. It shows interrelationships between IT services, the business processes that are supported by them and the responsible as well as receiving organizational units. Upon request, he can view the associated service contracts as well as the processes that implement the IT services.
Fig. 5: Supporting the analysis of IT management indicators by providing conceptual context
When he selects the process types that realize “incident management”, the system indicates that one particular process type, “classification and initial support” is performing significantly below average. Therefore, he expands the view to the corresponding business process model, which he annotates by the average execution time for the selected time period and the given target time.

The two scenarios illustrate that a SRES would not only provide a representation of an enterprise at different levels of abstraction, satisfying a range of stakeholders with situation- and goal-specific perspectives. It would also serve as a repository of methods to guide the analysis of various managerial problems. For this purpose, the various model editors would have to be supplemented by problem-specific – and adaptable – process models (in the sense of a recommended course of action), which guide users when performing certain kinds of analysis. Apparently, this feature addresses mainly requirement #4, support of analysis methods, but also #3, transparency (see Sec. 2.3).

An enterprise model represents the context of an enterprise information system at a conceptual level. Against this background, the growing relevance of miniaturized transponder technologies, e.g., RFID, enables an attractive perspective: The enterprise model could directly refer to the objects that constitute the environment it represents. For instance: If an enterprise model includes a model of a company’s IT, i.e. a specification of the key concepts (“application system”, “platform”, “peripheral device”, “operating system” etc.), the corresponding physical instances could be referred to without first (manually) representing them in an information system. In other words: Physical objects would carry a representation of their own and the enterprise model would provide the corresponding concepts, i.e. would define their semantics.

### 3.2.2 Integration with Language Layers

Enterprise models are usually specified by domain-specific modeling languages. In order to support the integration of the various models an enterprise model is composed of, the corresponding modeling languages should be integrated, too. For this purpose, it is advisable to specify the modeling language using a common meta language. Fig. 8 illustrates the corresponding language architecture of MEMO (Frank 2008b, p. 29f.). The meta modeling language is specified by a meta meta model, which is instantiated to the meta models that define the abstract syntax and semantics of the actual modeling languages. Note that this architecture is extensible: Additional modeling languages can be defined as further instances of the meta meta model. While such a language architecture is primarily intended as a conceptual foundation for enterprise modeling, it is a promising starting point to enrich enterprise systems that are integrated with enterprise models as well.

Making the language specification part of the system allows for a higher level of flexibility (requirement #2) and more versatile communication (#1, integration). Take the following example: A company runs a web shop that sells a wide range of products. Frequently, new
product types are added. Normally, this would require changing the corresponding schema. However, that would not be feasible, since the required recompilation would compromise the system’s availability. Also, the company needs to send documents to an ever varying range of suppliers and customers. For instance: To search for suppliers of a particular product, a corresponding request – including a product type such as “Lawnmower XX” – could be disseminated on the Internet. However, that would require potential suppliers to know this type, which will often very unlikely be the case. If it was possible to describe a product type by using an adequate language, this problem could be solved. On the one hand, the language would allow for adding new product types during run-time (for a detailed description see Frank 2002a). On the other hand, it would enable prospective receivers of a message to determine the semantics of the formerly unknown product type (see Frank 2008a). Fig. 6 illustrates how an additional language layer would enable sending a new product type together with a meaningful description from one software component to another – without having a common corresponding type at first. The implementation level could gradually be adapted by including new products types, which are generated from the specifications in the domain-specific language.

It may be argued that a similar effect as the one shown in Fig. 6 could be accomplished by providing a specification of the “new” product type as a class, e.g. by using an Interface Definition Language (IDL) such as the one suggested by the OMG for CORBA. However, this would not be the same for two reasons. Firstly, a general purpose language such as the UML (and a corresponding IDL) would not allow for expressing the semantics of a product type in a way a specific product modeling language would enable it. It would not, for instance, include a concept such as “optional feature”. Instead, any concept can be characterized only by referring to a few generic constructs – class, attribute etc. At the same time, a general purpose language would allow for defining products types that were apparently inconsistent – e.g. by specifying features that include a product. Secondly, a domain-specific language would enable the use of a specific concrete syntax – either graphical or textual, which would also contribute to the convenient and consistent use of the language. (Standardized) Languages that were introduced to specify electronic business documents, such as cXML (http://xml.cxml.org) or xCBL (http://www.xcbl.org/xcbl40/documentation.shtml), allow for defining specific document types. However, the product descriptions included in corresponding documents are either represented by strings only or refer to reference catalogues such as those provided by BMeCat (http://www.bmeCat.org/), which in turn do not include a specification of product types, but only a structured directory of product categories. Furthermore, electronic documents are used for data transmission purposes only. They are not suited as a conceptual foundation of software systems.
3.3 Outline of Basic Architecture Options

While to our knowledge the conception of a SRES is a relatively original contribution in the arena of enterprise information systems, the challenges it poses are certainly not new. They are related to a number of research problems, such as:

Language mismatch: Usually modeling languages are specified with meta languages that make use of concepts, which are different from those used for the specification of implementation languages. This results in – sometimes subtle – semantic differences, e.g. concerning the semantics of generalization/specialization (see, e.g. Frank 2003). In any case, the different specification paradigms interfere with the demand for a unified integrated representation. Varia-
ous approaches have addressed this problem, e.g. by using graphs for representing both, conceptual models and code. But so far, a satisfactory solution is not known of.

**Formalization deficiencies:** In addition to different meta language paradigms, integrating modeling and implementation languages is impeded by the fact that modeling languages often lack a formal specification. Therefore, representing them on a machine requires additional interpretations. While this could be done by a programmer, it can hardly be accomplished by a machine. A solution to this problem could be to “formalize” a modeling language by implementing it within a corresponding model editor. Unfortunately, such an approach may jeopardize the exchangeability of models between SRES.

**Incomplete specification:** Enterprise models are by definition abstractions that do not include every detail which may be required to run a program. For instance, they do not include variables that allow for representing particular instances. Also, they will usually not describe processes to a level of detail required for implementing them. This is an inherent problem because it does not address a shortcoming of enterprise models, but an intended feature.

**Unbearable costs:** The development of a comprehensive enterprise model that is sufficiently specified for being embedded in a self-referential enterprise system requires an effort that is beyond most companies’ potential. Independent from the scientific and technical questions that still need to be answered, it is mandatory to overcome this economic obstacle. This challenge will be addressed in Sec. 4.

One could argue that decades of research in software engineering have shown that a tight integration of models and code are nothing more than a fine academic vision. However, there are a few reasons for not giving up the idea: Firstly, despite severe obstacles, its realization does not seem to be infeasible. Secondly, the vision is promising huge economic benefits – with respect to build-time productivity, information system quality and support of managerial decision making. Thirdly, previous research has already produced valuable insights into various aspects of the shown problems. A plethora of approaches focus on generating code from conceptual models (e.g. Pastor and Molina 2007; Sousa et al. 2008; Agrawal 2003) (Phung-Khac et al. 2008). Other approaches are aimed at domain-specific languages, which allow to represent frequently used code patterns and to benefit from additional abstractions (e.g. Czarnecki and Eisenacker 2000; Cazzola et al. 2004; Walter and Ebert 2009). For our purpose, approaches that are aimed at language-independent, joint representations of code and domain-specific languages (e.g. Simonyi et al. 2006) are of particular relevance.

To illustrate how the challenge of designing an architecture for SRES could be approached – and how existing research results could be factored in – we will outline four generic approaches to realize SRES, which differ with respect to synchronization and internal representation. For analytical purposes, we assume that there are two essential components that constitute a SRES: an enterprise modeling environment (EME) and the core enterprise information system (EIS), which is aimed at the management of operational-level data mainly. Note,
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However, that in the ideal case, both components will not be separated. Instead, an SRES is an integrated representation of an organization and its relevant environment that supports a wide range of use cases and corresponding perspective – and contributes to integrating these perspectives. With respect to synchronization, we distinguish between one-way and mutual synchronization. Note that synchronization may involve automatic transformation processes such as generation or compilation. Any of the four alternatives allows for navigating from the EME to corresponding parts of the EIS and vice versa. One-way synchronization means that the EME allows for reading data from the core EIS in order to associate it with model elements. Whenever data that is viewed through the enterprise modeling environment gets updated, the affected views in the EME should be updated, too. For instance: After a business process instance is terminated – which would happen under the control of the core EIS – the total revenues associated with the corresponding business process type would be updated accordingly. If there was an active view in the EME that showed the corresponding value, it would be updated on the fly. Note that this would not imply changing the enterprise model itself. Mutual synchronization means that – in addition to one-way synchronization – changes applied to the enterprise model affect corresponding changes in the schema of the core EIS. If, for instance, a business process model was changed within the enterprise model, this should result in the modification of the corresponding process schema in the core EIS. With respect to representation, it is conceivable to separate the internal representation of the enterprise model from the one of the core information system – or to use a common representation for both. If there are two separate representations, it is required to integrate them through some kind of interface. Synchronization could be accomplished by using some kind of observer pattern, implemented e.g. by a model-view-controller mechanism. Fig. 7 illustrates the four generic architecture alternatives. Note that the box that represents the EME (upper quadrants) is moved a little upwards in order to express that the model schema, which serves to specify the modeling languages, is on a higher level of abstraction than the EIS schemata. The latter rather corresponds with the level of abstraction featured by the enterprise model. Some analysis tasks recommend modifying an enterprise model in order to get a better understanding of potential re-design alternatives. In this case, further instances of an enterprise model could be created that serve temporal analysis purposes only.

It may appear that the distinction between one-way and mutual synchronization is obsolete, when one makes use of a common representation. However, this is not necessarily the case. With respect to the challenges posed by changing schema information, one could decide for doing so without changing the enterprise model at run-time. Then, there would be no way for mutual integration. If the enterprise model may be changed at run-time, mutual synchronization would not require an extra step in the case of a common representation. Instead, the changes that affect both parts of the SRES would be applied only at one common place. This would be the tightest – and certainly most challenging – integration.
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In order to accomplish this kind of integration, it is necessary to represent both the EIS and the EME in common conceptual models – which would then need to be implemented using a common representation, e.g. a common object-oriented execution schema. Fig. 8 provides an impression of how such a solution could be approached. It uses a language architecture – like that included in MEMO (Frank 2008b, p. 29f.) – as a versatile conceptual foundation for an SRES. The language architecture consists of a common meta meta model and an extensible set of meta models that serve to specify the various modeling languages. With respect to supporting the realization of a corresponding tool environment, both the meta meta model and the meta models can be reconstructed by using software design representations such as object models. A meta model editor could be used to specify new modeling languages – and to generate implementation-level representations for corresponding modeling tools. To accomplish this kind of integration between languages and (meta) modeling tools, MEMO Center, the MEMO modeling environment, makes use of the Eclipse Graphical Modeling Framework (Frank 2008b, p. 31f.). To promote the integration of the various models that constitute an enterprise model, the object models that were reconstructed from the meta models can be integrated into one common object model that serves as a conceptual foundation of an EME. A particular enterprise model that was created with an EME serves as a conceptual foundation for the schemata the core EIS is based on.
The models created and maintained by the EME represent types. However, within the modeling tools, these types, such as classes, resource types, organizational unit types etc., are usually represented by instance-level objects. Hence, they cannot be further instantiated (at least not with prevalent object-oriented programming languages). An alternative would be to represent the types by classes – which is actually done by some modeling tools. In any case, a consistent semantic mapping of the objects (or classes) that represent the enterprise model and the classes that serve as a schema for managing operational level data is a pivotal challenge. Usually, there is no simple one-to-one correspondence. Take, for instance, the representation of an organizational position type within a class schema. It is not sufficient to represent the position type as a class. Instead, it is required to also represent all constraints that constitute the semantics of the position type. In an ideal case, these constraints can be
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described by a monotonic, declarative representation. In a less favorable case, the constraints would be spread in various code fragments. Hence, the box labeled “internal representation” points at a pivotal challenge. Accomplishing a common representation with overlapping views for run-time schemata and a corresponding enterprise model involves numerous problems, which still require substantial research efforts. Fig. 7 indicates that even a higher level of flexibility is conceivable: The modeling languages (referred to as “model schema” in Fig. 7) could also be subject of change, which would in turn affect corresponding models and the information system schemata.

In order to cope with the significant challenges posed by the – still to be refined – conception of SRES, it seems reasonable to follow an evolutionary research path. One could, for instance, start with separate representations and one-way synchronization (represented by the top left quadrant in Fig. 7). A corresponding prototype could be used to demonstrate the benefits, to analyze further requirements and to study design alternatives. In later stages, more ambitious architectures could be targeted. With respect to the amount of work and the range of required expertise, such a project recommends establishing larger research communities.

3.4 SRES as Open Systems

This aspect is mainly a response to requirement #5, software reuse (see Sec. 2.5). To take advantage of large scale reuse, SRES need to be open systems. According to the conception of SRES outlined above, openness does not only refer to low level interfaces. Instead, it includes the essential concepts such a system is built upon. Software reuse at the conceptual level is accomplished, e.g., by enterprise reference models that allow for reusing the domain knowledge encapsulated in its concepts to build reusable software (Frank 2006; Koch et al. 2006; Scheer 1994). Note that reference models would not only facilitate reuse. They also facilitate cross-organizational integration (requirement #1 in Sec. 2.1), because open enterprise reference models contribute to a lingua franca of (international) business: Data could be exchanged on a high level of semantics simply by referring to the concepts of a common language. To make the use of such a language more convenient, its concepts could be accompanied by multi-lingual denominators.

A further degree of openness would include source code as is promoted by free and open source software. In addition to the conceptual level and the implementation level, openness also applies at the instance level. If all objects that are represented in SRES were not only supplemented by the concepts that define their semantics, but also by a unique object identifier, communication could be facilitated even more – allowing for a tremendous increase of efficiency, e.g., in logistics processes.
3.5 Implications and challenges

This brief outline of a conceptual foundation for future SRES only touches upon the potentials offered by widely deployed open enterprise reference models and corresponding system architectures. At the same time, there is no doubt that realizing SRES following this conception implies formidable research challenges. They include the development of appropriate abstractions that fit a range of organizations. This is not just a matter of analyzing commonalities of today’s enterprises. It also requires looking ahead and thinking beyond existing reality, e.g., taking into account possible future business models and possible future patterns of organizational action. This implies serious evaluation problems, since empirical approaches are of limited use only (Frank 2006). Furthermore, developing reference enterprise models as a foundation for future SRES requires involving researchers from relevant disciplines including Information Systems, Computer Science, and the various business- resp. management-related sub disciplines. It includes major software engineering challenges, e.g., the tight integration of conceptual models and code or mechanisms that support convenient and safe modifications. It also implies substantial challenges caused by design conflicts. Semantics, as shown, promotes the benefit of reuse, but compromises its range. Hence, the challenge is to discover/construct abstractions that cover a wide range of organizations and, at the same time, include a substantial level of semantics. A further conflict is related to the recent trend to propagate “loosely coupled” systems. While such a conception of fairly autonomous modules that are interconnected by interfaces with little semantics offers obvious advantages with respect to flexibility, it compromises integration and foregoes to take advantage of cross-module reuse. Fig. 9 provides an overview of essential requirements, related more specific requirements, and the contributions of the features provided by enterprise models. To illustrate the complexity of the subject, it shows selected relationships and conflicts.

However, dealing with the intellectual challenges sketched above is not sufficient: Developing SRES requires involving prospective users throughout all phases of the development process. It also demands resources beyond the capabilities of academic research institutions. As a consequence, one could conclude that the development of future SRES needs to be left to the major vendors of enterprise software systems. However, that would be dissatisfactory for IS research for two reasons: Firstly, SRES are at the core of Information Systems with respect to both research and teaching. They are also an important research subject for software engineering and the business- and management-related sub disciplines. Leaving the conception of future SRES to software vendors implies acting as interested observers only, which cannot be in the interest of the IS discipline. Rather, IS research should actively shape future SRES. Secondly, software vendors are likely to benefit from academic input on future SRES. On the one hand, they are often caught in the trap of eternal backward compatibility with little incentive to think about radical redenizens way beyond the usual hype cycle. In any case, they are committed to (short-term) profits, while academic research is (still) characterized by a higher level of contemplation and intellectual freedom.
4 Driving the Development of SRES through Open Models

Designing a conceptual foundation for future SRES as described in Sec. 3 is a complex, time-consuming, and costly endeavor that recommends joint efforts by research and practice. Restrictive licensing of enterprise reference models has in the past impeded such collaboration. The recent ‘open licensing’ movement has, however, prepared the ground for new forms of collaboration based on less restrictive legal provisions. One of the prime examples is free resp. open source software (FOSS) (Stallman 2002; Perens 1999). The FOSS movements have shown how collaboration in communities of geographically dispersed participants leads to complex and reliable software systems. Examples include open source enterprise systems such as tinyERP and GNUe (Dreiling et al. 2005). These systems are of a remarkable quality sometimes even challenging established commercially developed software products. The perceived successes of FOSS have, in fact, initiated an ‘open movement’ in several areas of society including open access and open science (Guadamuz 2005). It is, hence, obvious to question which aspects of FOSS transfer to enterprise reference modeling (Koch et al. 2006). Although FOSS is anything but a homogeneous phenomenon (Rossi 2004), a number of motivational, organizational, and technical characteristics have been identified that are shared by most ‘successful’ FOSS projects (Stewart and Gosain 2006). Our findings with respect to applying these characteristics to enterprise reference modeling are promising (Frank and
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Strecker 2007): Licensing, organization, coordination, culture as well as evolution paths do not reveal any substantial obstacles that would suggest fundamental intransferability – considering the specific characteristics of enterprise models as opposed to source code.

For the sake of clarity, let us outline the main aspects of open (enterprise reference) models and their modeling processes. The term ‘open model’ refers to the licensing terms which provide the licensee with unrestricted access to all model representations and documentations as well royalty-free, non-exclusive rights to access, copy, redistribute, use, and modify the model and its documentation. It likewise applies to corresponding systems architectures. Building upon these legal provisions, we envision geographically dispersed participants to collaboratively develop open enterprise reference models and corresponding open systems architectures (‘open models’ for short). The community consists of researchers and students from relevant disciplines and of practitioners, e.g., from software businesses, systems users, and consulting firms. Apparently, this community-driven approach is suited to meet the challenges we identified above:

**Bundling of resources**: Such an open approach bundles distributed resources and facilitates to deal with tasks too demanding for individual stakeholders. Economically, one’s own “manageable” contribution is rewarded with a relatively larger return through community efforts. The approach also assembles the necessary competencies: Practitioners provide, e.g., domain knowledge. Researchers add, for instance, conceptual modeling skills.

**Fostering exchange between academia and business practice**: The community approach involves prospective users from business and academia. The user involvement improves the acceptance and, lastly, the widespread use of artifacts in both research and teaching. The involvement of practitioners helps to reduce the known barrier to adopt models in practice that have been created in academia. Researchers gain access to the problems and challenges faced by practitioners and profit from their domain knowledge. Practitioners gain access to documented models and systems architectures that are free to (re-)use and modify for their own purposes. They also profit from access to academic resources and skills.

**Mutual enrichment of FOSS and ‘open models’**: The proximity to FOSS projects fosters mutual exchange with the FOSS community, e.g., with projects developing open source enterprise systems. Although the developers of these systems recognize the need for a conceptual foundation (McConnell 1999; Wilson 1999), we are not aware of any project that currently focuses on building it. The benefit is likely mutual: The OSS community can benefit significantly from the availability of open models, while the input from OSS enterprise systems projects feeds into the initiative (Koch et al. 2006).

**Laboratory for Research and Teaching**: The use of the conceptual foundation in teaching conveys a well-founded, solid impression of enterprise systems in practice – on a level of abstraction suited for academic institutions. In this respect, the artifacts become a laboratory for both research and teaching. This expedites transfer of research results to practice on the
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basis of illustrative models and familiarizes students with the incorporated concepts. This way, future IT professionals are better qualified to work with enterprise systems.

These prospective benefits suggest that a collaborative community-driven approach based on the notion of ‘open models’ provides a way to build the conceptual foundation for future SRES. However, its realization is faced with a number of serious challenges. Especially the initialization of such an endeavor is a challenging task as it has to overcome several barriers. Among them, missing incentives for researchers and practitioners to participate are the most pressing issue. In the light of a high uncertainty about the quality and usability of outcomes, practitioners are presumably reluctant to join until a comprehensive set of initial open models provides a convincing proof. Researchers are confronted with the problem that their contributions may involve a significant amount of time and effort, yet the recognition of their contribution is by no means guaranteed. One way to resolve this uncertainty is to establish significant contributions as ‘official’, citable publications that either stand alone or supplement regular paper publications. The latter is especially important, since enterprise reference models tend to be too large to be published in their entirety – at least as journal papers. Another challenge pertains to the quality assurance of open models. Besides several approaches borrowed from FOSS such as hierarchical roles (contributor, maintainer, etc.) with distinct rights and responsibilities or voting schemes, possible solutions include review boards that review contributions upon request and accept or reject contributions very much like a journal accepts or rejects a paper.

5 The Open Model Initiative

Inspired by the exciting prospects of the described community-driven approach, we launched the Open Model Initiative (OMI) in 2006 following a well-received proposal at the Open Source Systems conference (Koch et al. 2006). The launch was accompanied by a number of papers in which we further investigate its prospects and challenges and propose specific solutions to overcome these issues (Frank and Strecker 2007; Frank et al. 2007a; Frank et al. 2007b). In Frank et al. (2007a; 2007b), we develop guidelines for the organization of the OMI and propose a process for initiating, growing, and sustaining the initiative.

As one of the initial activities, an online portal was launched at openmodels.org intended as the central hub for the open modeling community. It provides the usual means for communication such a forum. The portal also hosts a model repository where community members can access and post open models. Currently, the portal is characterized by a pragmatic design that prefers a workable solution to a sophisticated approach.

The initiative is endorsed by the Special Interest Group on Modeling Business Information Systems (SIG MoBIS) of the German Informatics Society (GI) and by most pertinent research groups in German-speaking countries. The Open Model Initiative also maintains links with related international initiatives such as the Repository for Model Driven Development
Beyond ERP Systems: An Outline of Self-Referential Enterprise Systems

Project (ReMoDD) (France et al. 2007). At the same time, the initiative receives a remarkable though hesitant interest from the software industry. The hesitation is apparently due to the aforementioned concerns resulting in a waiting position for a convincing body of open models. Therefore, it is essential to develop a comprehensive initial open enterprise reference model as part of a respective research project. Currently, a proposal for a large-scale project that targets reference models as a foundation SRES is being prepared by the associated research groups.

The Open Model Initiative is a promising endeavour for a number of reasons: It strengthens IS research at its core and supports IS teaching. It fosters collaboration between Information Systems, Computer Science, Software Engineering and the business- and management-related sub disciplines such as organization, finance, and marketing. It can, furthermore, be seen as a new model for organizing research and disseminating research results.

6 Concluding Remarks

This report was aimed at presenting an orientation for the development of future generations of enterprise information systems, called self-referential enterprise systems. SRES are based on the idea that an enterprise information system is not just used to provide support for the operational level by managing corresponding processes and resources. Instead, it should be regarded as an integrated instrument for analyzing, planning and doing business. For this purpose, the conception of SRES suggests integrating information systems with multiperspective enterprise models. This allows for providing business users with specialized modeling methods that support various kinds of analysis that can be linked to corresponding instance populations. Hence, an SRES is a versatile toolbox for managerial problem solving beyond today’s resource management. At the same time, the conception of SRES can be regarded as an attractive laboratory for future research, because its rich semantic foundation allows for many supplementary concepts – e.g. powerful business rules, business patterns – and corresponding applications. However, despite the appealing prospects, the realization of SRES poses formidable challenges. In part, these are related to software engineering issues, such as finding a common representation for code and models – or powerful mechanisms to synchronize code and models. There are a number of research streams that address these issues. Unfortunately, there is only little cooperation between the respective communities. Bundling existing efforts should accelerate progress. While these issues are far from being solved, they are supplemented by a further problem that is not less challenging. To cope with the immense effort required to build comprehensive enterprise models and corresponding software systems, is it mandatory to accomplish economies of scales by substantial reuse of artifacts. This is important, too, to promote the inter-organizational integration of SRES in order to lower transaction cost. To address the second challenge, we suggest establishing initiatives shared by academics and practitioners that are aimed at the joint development and use of open reference models, which can be reused in a large number of cases. In addition to
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that, it is required to bundle research capacity in order to develop prototypes of SRES. In the long run, the development of open reference models within open model initiatives could be supplemented by corresponding OSS initiatives.
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